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Abstract: Neural dynamics provides a powerful and unifying tool for understanding
systems that learn, adapt, and interact. This survey provides a comprehensive overview
of the theories, models, and applications of neural dynamics at the intersection of com-
puting and control. We first articulate the core concept of neural dynamics, explaining
the close connection between this concept and dynamical system theory. We then
demonstrate the broad applicability of neural dynamics by reviewing a wide range of
models across various key domains. In the field of control, we survey neural dynamics
approaches to classical problems of stability and optimality, especially within control
systems and multi-agent systems (MASs). In the field of computing, we focus on deep
learning, analyzing both model architectures and optimizers as different dynamical sys-
tems. The principal contribution of this work is to bridge these domains, revealing the
computation and control topics governed by neural dynamics theories. This integrated
viewpoint illuminates numerous applications and inspires future research directions
focusing on advanced models in terms of computation and control.
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1. Introduction

With the rapid advancement of artificial intelligence (AI), modern intelligent systems, such as automatic
control systems [1–3], embodied intelligence systems [4–6], multi-agent systems (MASs) [7–9], and deep learning
models [10], increasingly exhibit a deep and inextricable integration of computation and control. On one hand,
these systems must perform complex computations to process vast amounts of information. On the other hand, they
must interact with the physical world through precise control to maintain stability and accomplish tasks. At the
theoretical level, however, the disciplinary foundations for these domains—computational science, centered on
deep learning, and control science, centered on control systems—have evolved mainly along separate trajectories.
This theoretical divide not only hinders a unified understanding of complex intelligent systems but also poses a
fundamental challenge to designing the next generation of high-performance systems.

To bridge this theoretical divide, we propose neural dynamics as a unifying analytical language and theoretical
framework. As an interdisciplinary field studying the temporal evolution of neural states using mathematical tools
from dynamical system theory [11,12], neural dynamics is intrinsically rooted in neuroscience [13]. However, the
idea of utilizing dynamical system theory to analyze complex systems extends far beyond its biological origins.
The dynamical system theory offers a powerful toolkit, including stability analysis [14], attractor theory [15], and
bifurcation theory [16], to describe and predict the behavior of time-evolving systems. This makes neural dynamics
an ideal bridge to connect knowledge across the disparate fields of computation and control.

As shown in Figure 1, this survey systematically reviews the theoretical foundations, core models, and wide-
ranging applications of neural dynamics at the intersection of computation and control. In the field of computation,
we focus on deep learning, analyzing how both the forward propagation in model architectures and the parameter
update in optimization algorithms can be characterized as distinct dynamical systems. In the field of control, we
explore how neural dynamics models address classical control problems of stability and optimality, as well as their
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application in modeling distributed coordination and emergent collective behavior in MASs. Through this com-
prehensive review, the principal contribution of this work is to unveil the dynamical mechanisms and underlying
principles governing both computation and control. We argue that this integrative perspective on neural dynamics not
only offers profound insights into macroscopic properties of existing systems, such as generalization and robustness,
but more importantly, it illuminates a path toward building future hybrid intelligent systems that seamlessly integrate
perception, learning, reasoning, and decision-making, providing a solid theoretical foundation for this endeavor.
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Figure 1. Framework of this paper.

2. Neural Dynamics

Neural dynamics is fundamentally grounded in dynamical system theory, which provides a mathematical
framework to describe how the state of a system evolves over time [11,12]. This section introduces the key concepts
and tools from dynamical system theory that are essential for understanding neural dynamics.

2.1. Neural Dynamics and Dynamical Systems

Neural dynamics is an interdisciplinary theoretical framework dedicated to investigating the dynamical systems
that govern neural activity [13]. It integrates principles from neuroscience, mathematics, physics, and computer
science to understand how the states of a neural system evolve over time and how this temporal evolution gives rise
to complex behaviors. The early research on neurodynamics can be traced back to the Hopfield network [17] in the
1980s. In recent years, this framework has been increasingly applied beyond its biological origins to investigate
problems at the intersection of control and computation, yielding promising theoretical insights [18,19].

Despite its biological origin, in the context of this paper, neural dynamics can be viewed as a specialized branch
of dynamical system theory. A dynamical system is formally described by a state space and a rule that dictates
the evolution of its state variables [20]. The power of this mathematical abstraction lies in its universality: The
state variables and the evolution rule are defined by the specific properties of the system under investigation. This
adaptability allows the theoretical tools from dynamical systems to serve as a unifying framework for computation
and control. Specifically, in control theory, the state evolution of a control system under feedback can be naturally
modeled as a dynamical system [21], where the objective is to guide the system towards a stable equilibrium or a
desired trajectory. In MAS, the emergent collective behavior of a group is described as the evolution of the agents’
combined state, governed by local interaction rules and communication topologies [22]. In deep learning, a dual
dynamical system perspective can be adopted. The forward propagation of hidden states through a deep neural
network can be modeled as a dynamical system that maps input data to an output through a sequence of non-linear
transformations [23]. Concurrently, the learning process itself, driven by an optimization algorithm like gradient
descent, can be modeled as another dynamical system evolving in the high-dimensional parameter space [18].

Neural dynamics frames these seemingly disparate problems in a common language of dynamical systems,
allowing us to leverage a powerful analytical toolkit to analyze their stability, convergence, and robustness, thereby
revealing the fundamental principles that connect them.
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2.2. Differential Equations and Dynamical Systems

The relationship between differential equations and dynamical systems is foundational and deeply connected [24].
They represent two complementary perspectives for analyzing the evolution of a system over time. A differential
equation provides a local description of change. Specifically, an ordinary differential equation (ODE) of the form
dx/dt = f(x, t) defines the instantaneous rate of change of a system’s state at any given time t [25]. It is the
mathematical expression of the underlying mechanism governing the system from one moment to the next. On
the other hand, the theory of a dynamical system offers a global, geometric framework [26]. It encompasses not
only the evolution rule given by the differential equation but also the entire state space in which the system’s
evolution unfolds. The primary object of study in dynamical system theory is the qualitative behavior of the system’s
trajectories—the paths traced by the state x(t) as it evolves from various initial conditions. Therefore, a differential
equation can be understood as the infinitesimal generator of the dynamics, defining the vector field that directs the
flow within the state space. The solution to an initial value problem for the differential equation corresponds to
a single, unique trajectory within this global state space. This dual perspective allows us to translate the specific,
mechanistic rules encoded in a differential equation into a macroscopic, qualitative understanding of system-level
behaviors such as stability, periodicity, and chaos [27,28]. For instance, in deep learning, the models known as
neural ODE [29] explicitly define the forward pass as the solution to a differential equation whose dynamics are
parameterized by a neural network. Analyzing this system from a dynamical system perspective allows researchers
to investigate properties like invertibility and computational efficiency by studying the stability and flow of its
learned vector field [30,31].

3. Application of Neural Dynamics in Control Systems

In this section, we explore the application of neural dynamics in control systems, focusing on stability analysis
and optimal control. Neural dynamics provides a framework for modeling and analyzing complex control systems,
enabling the design of robust and adaptive controllers.

3.1. Theoretical Basis: Modeling Control Systems as Dynamical Systems

Control theory is an interdisciplinary field of mathematics, physics, and computer science that deals with the
analysis of control systems [32]. As shown in Figure 2, control systems can be broadly classified into two categories:
Open-loop and closed-loop systems [33–35]. Open-loop systems do not use feedback to control the output [36].
The input is predetermined, and the system operates based only on this input without monitoring the output. While
closed-loop systems use feedback to control the output [37]. The output is monitored, and the input is adjusted
accordingly to achieve the desired output. In both types of systems, the state of the system can be represented as a
vector in a high-dimensional space, and the evolution of the state over time can be described by a set of differential
equations [38]. Therefore, control systems can be effectively modeled as dynamical systems, which aligns with the
core idea of neural dynamics. In 1993, Colonius et al. [21] formally models control systems as dynamical systems,
providing a theoretical foundation for applying neural dynamics to control theory. It argues that control systems are
projections of specific dynamical systems. Specifically, consider a control-affine system of the form:

ẋ(t) = X0(x(t)) +

m∑
i=1

ui(t)Xi(x(t)), (1)

where x(t) ∈ Rn is the state vector which evolves on a smooth manifold M ; ẋ(t) is time derivative of the state
which represents the velocity vector of the state’s trajectory in the manifold M , indicating the instantaneous
direction and rate of change; u(t) = [u1(t), u2(t), . . . , um(t)] is the control input, a time-varying vector function
that can be manipulated to steer the system’s behavior, with each component ui(t) being a scalar control function;
U ∈ Rm is the control space, a compact set from which the instantaneous control vectors u(t) must be chosen;
X0, X1, . . . , Xm are vector fields on Rn, with each vector field Xi determines how the corresponding scalar control
input ui(t) influences the system’s dynamics at state x(t). The key insight is to associate this control system (1)
with a corresponding dynamical system that evolves on an extended state space U × M . The state of this new
system at any time is a pair (u,x), consisting of both the entire control function and the system’s physical state.
The evolution of this pair over time t is defined as

ϕ(t,u,x) = (θtu, φ(t,x,u)), (2)
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where ϕ : R × U × M → U × M is the flow map of the dynamical system which takes an initial state (u,x)

and an evolution time t and returns the state to which the system has evolved after that time; θt is the time-shift
operator which acts on a control function u(t0) to produce a new function that is shifted in time. Specifically,
θtu(t0) = u(t0 + t); φ(t,x,u) is the solution to the control system (1) at time t, starting from the initial state x

and under the influence of the control function u. This construction establishes a profound correspondence between
the topological properties of the control system and the dynamical properties of ϕ. Specifically, it has been shown
that a subset D ⊂ M is a control set of the control system (1) if and only if there exists a compact invariant set
D ⊂ U ×M of the dynamical system ϕ such that D = πM (D), where πM : U ×M → M is the projection onto
the second component. This result provides a rigorous mathematical foundation for analyzing control systems
using the tools and techniques from dynamical system theory. In 1998, the study in [39] investigates the relation
between discounted and average deterministic optimal control problems for non-linear control systems. It uses
the mathematical tools from dynamical system theory to analyze the controllability properties of the system. In
2007, ref. [40] extends the classical Grobman-Hartman theorem to control systems, providing conditions under
which a non-linear control system can be locally topologically conjugate to its linearization around a hyperbolic
equilibrium point. This extension further solidifies the connection between control systems and dynamical systems,
enabling the application of linearization techniques and stability analysis from dynamical systems theory to control
problems. In 2021, ref. [41] introduces six types of equi-invariability, which are the analogies to equi-continuity,
equi-continuity in the mean, and mean equi-continuity in topological dynamical systems. Then, it utilizes three
versions of equi-invariability to characterize bounded invariance complexity, bounded invariance complexity in the
mean, and mean L-stability for control systems, respectively. Moreover, it obtains two new dichotomy theorems
for a control set with dense interior. Based on dynamical system theory, in 2025, ref. [42] establishes Bowen’s
equations for the upper capacity invariance pressure and Pesin-Pitskel invariance pressure of discrete-time control
systems. It introduces a new invariance pressure, called induced invariance pressure on partitions, that specializes
the upper capacity invariance pressure on partitions and then shows that the two types of invariance pressures
are related by Bowen’s equation. In summary, these works demonstrate the theoretical basis for applying neural
dynamics to control theory by modeling control systems as dynamical systems. This modeling approach enables
the use of dynamical system theory to analyze and design control systems, providing a powerful framework for
addressing complex control problems, such as stability analysis and optimal control.

Controller
Input Control Signal Controlled 

Process
Output

(a) Open-loop control system

Input
ControllerFusion Controlled 

Process
Control Signal Output

Feedback Signal

(b) Closed-loop control system

Figure 2. Diagram of control systems.

While the aforementioned theoretical foundations are primarily established in the continuous-time domain,
practical implementations on modern digital hardware require discretization. The translation from continuous neural
dynamics to digital controllers typically involves numerical integration methods, such as Euler or Runge-Kutta
schemes. It is crucial to note that the stability guarantees derived for the continuous system hold for the discrete
implementation provided that the sampling rate is sufficiently high to capture the system’s dynamics. If the sampling
interval is too large relative to the system’s time constants, discretization errors may accumulate, potentially leading
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to numerical instability or aliasing effects that compromise the theoretical convergence properties.

3.2. Core Models and Their Applications in Control Theory

Building upon the theoretical foundation that treats control systems as dynamical systems, the central task
becomes identifying the specific mathematical form of the governing equations [43–45], typically expressed as
ẋ = f(x, u). The methods for defining this function f have evolved significantly, transitioning from classical,
first-principle models like model predictive control (MPC) [46–48] to modern, data-driven paradigms such as
reinforcement learning (RL) [49–51], which utilizes neural network architectures. This section outlines these core
modeling paradigms and their primary applications in control theory.

MPC: MPC [46–48] is a widely used control strategy that relies on an explicit model of the system to predict
future behavior and optimize control actions. In MPC, the control problem is formulated as an optimization problem
that minimizes a cost function over a finite prediction horizon, subject to the system dynamics and constraints.
The system dynamics are typically represented by a set of differential equations, which can be derived from first
principles or identified through data analysis. The optimization problem is solved at each time step, and the first
control action is applied to the system. This process is repeated in a receding horizon fashion, allowing the controller
to adapt to changes in the system and environment. Specifically, the operation of MPC can be summarized by three
fundamental principles:

(1) Prediction: At each time step k, given the current measured state xk, a model of the system dynamics,
typically in the form xk+1 = f(xk,uk), is used to predict the future state trajectory over a predefined
prediction horizon N . This prediction is contingent upon a candidate sequence of future control inputs,
Uk = {uk,uk+1, . . . ,uk+N−1}.

(2) Optimization: An optimal control problem is solved online to find the control sequence Uk that minimizes a
cost function J . This cost function typically penalizes deviations from a desired reference trajectory and the
magnitude of control effort. The problem is formally stated as:

min
Uk

J(xk, Uk) =

N−1∑
i=0

(
∥xk+i|k − xref,k+i∥2Q + ∥uk+i∥2R

)
+ ∥xk+N |k − xref,k+N∥2P ,

s.t. x− ≤ xk+i|k ≤ x+,

u− ≤ uk+i ≤ u+,

(3)

where the matrices Q, R, and P are positive semi-definite weighting matrices, and ||x||2Q = xTQx; xk+i|k is
the predicted system state for the future time step k + i at the current time step k; xref,k+i is the reference
state we set for the system at the future time step k + i. This optimization is performed subject to constraints
on system dynamics, states, and control inputs.

(3) Receding horizon implementation: Upon solving the optimization problem, an optimal control sequence
U∗
k = {u∗

k|k,u
∗
k+1|k, . . . ,u

∗
k+N−1|k} is obtained. However, only the first element of this sequence, u∗

k|k, is
applied to the system. The remainder of the sequence is discarded. At the next time step, k + 1, a new state
measurement is taken, and the entire process—prediction and optimization—is repeated to compute a new
optimal control sequence.

This receding horizon strategy is the core characteristic of MPC. By continuously re-evaluating the optimal
control plan based on the most recent state information, it establishes a powerful feedback mechanism. This allows
the controller to inherently handle system constraints and effectively compensate for external disturbances and model-
plant mismatch, resulting in a robust and high-performance closed-loop control system. MPC is successfully applied
in various domains, including process control [52–54] and robotics [55–57]. In terms of robust control for robotics,
ref. [58] proposes a modified primal-dual neural network designed for the motion control of redundant manipulators.
By incorporating a dynamic noise-rejection mechanism, this approach effectively suppresses harmonic noises
during operation, ensuring precise trajectory tracking even in the presence of periodic disturbances. Complementing
this, Cao et al. [59] address the challenges of underactuated systems by presenting a robust neuro-optimal control
strategy for snake robots, specifically employing experience replay to enhance adaptability and robustness. In terms
of process control, ref. [52] proposes a distributed economic model predictive control (EMPC) framework for
a non-linear chemical process network. The proposed method is based on a sequential distributed MPC design
and guarantees closed-loop stability. The effectiveness of the proposed method is demonstrated through extensive
simulations on a catalytic alkylation of benzene process network. Moreover, literature [53] presents a process
control framework for deep drawing based on MPC. The proposed framework represents the deep drawing process
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as a single-input multiple-output model that relates the blank holder force to the draw-in of n different critical
points around the die, allowing for the avoidance of workpiece defects caused by the abnormal sliding of the metal
sheet during the forming phase. Additionally, Huang et al. [54] proposes a long short-term memory (LSTM) neural
network-based MPC approach for process control. The LSTM is applied to predict the behaviors of the controlled
process, which can automatically match different operation modes without requiring a switching strategy. Then,
combined with the MPC framework, an adaptive gradient descent method is introduced to handle the optimization
problem and its constraints. In terms of robotics, literature [60] presents a data-driven neural dynamics-based
MPC algorithm, which consists of an MPC scheme, a neural dynamics solver, and a discrete-time Jacobian matrix
updating law. With the help of the updating law, the future output of the model-unknown redundant manipulator is
predicted, and the MPC scheme for trajectory tracking is constructed. The neural dynamics solver is designed to
solve the MPC scheme to generate control input driving the redundant manipulator. Moreover, ref.[56] designs a
varying-parameter complementary neural network and combines it with MPC to solve the multi-robot tracking and
formation problems via a leader-follower strategy. Additionally, ref. [57] presents a novel snap-layer minimum
motion scheme, otherwise known as the minimum motion planning and control scheme for redundant robot arms, to
obtain smoother kinematic control of minimum motion. The proposed scheme is based on the neural dynamics
equivalency and solver, which can be used to solve the multi-layer physical limits of redundant robot arms.

RL-based control: Another core model in control theory is RL [49–51], which is a data-driven approach that
learns optimal control strategies through interaction with the environment. In RL, an agent learns to make decisions
by taking actions in an environment to maximize a cumulative reward signal. The behavior of the agent is typically
modeled as a Markov decision process (MDP) [61,62], where the state of the system evolves according to a transition
function that depends on the current state and action taken by the agent. To tighten the connection with dynamical
system theory, it is crucial to recognize that this state transition probability, denoted as P (s′|s, a), serves as the
stochastic, discrete-time equivalent of the differential equation ẋ = f(x, u) used in classical control. This mapping
reveals that RL and MPC are mathematically isomorphic in their objectives: Both aim to optimize a system’s
trajectory. The primary distinction lies in their underlying dynamics—MPC typically assumes a deterministic,
continuous evolution, whereas RL operates within a stochastic, discrete framework. The agent’s goal is to learn a
policy that maps states to actions in a way that maximizes the expected cumulative reward over time. RL algorithms
can be broadly classified into two categories: Model-based and model-free methods [63]. Model-based methods
learn a model of the system dynamics and use it to plan optimal actions, while model-free methods directly learn a
strategy or value function from experience without explicitly modeling the dynamics. RL has been successfully
applied to various control problems, including robotics [64,65] and autonomous driving [8,66]. In terms of robotics,
literature [64] presents a reinforcement learning approach for acquiring motor skills in a robotic system. The
proposed method utilizes a stochastic real-valued reinforcement learning algorithm to represent the policy, which
learns the optimal policy through trial-and-error interactions with the environment. The effectiveness of the proposed
method is evaluated on two classic tasks with a robotic arm. Moreover, Raffin et al. [65] address the poor exploration
issues in RL by adapting state-dependent exploration to deep RL algorithms. It presents two extensions to the
original state-dependent exploration, utilizing more general features and resampling the noises periodically, which
leads to a new exploration method: generalized state-dependent exploration. In terms of autonomous driving,
Sallab et al. [66] first present a deep reinforcement learning approach for autonomous driving in complex urban
environments. The presented method incorporates recurrent neural networks [67,68] for information integration,
enabling the car to handle partially observable scenarios. It also integrates the attention models to focus on relevant
information, thereby reducing the computational complexity for deployment on embedded hardware. The framework
was tested in an open-source 3D car racing simulator. Additionally, ref. [8] presents a decentralized solution based
on the attention mechanism and recurrent neural networks, utilizing a multi-agent distributed deep deterministic
policy gradient, to solve the real-time task offloading and heterogeneous resource allocation problem in vehicular
edge computing systems. The proposed method enables each vehicle to make optimal offloading decisions and
allocate computational resources based on its own observations and the historical information of other vehicles.

4. Application of Neural Dynamics in Multi-Agent Systems

MASs consist of multiple interacting agents that work together to achieve a common goal or perform complex
tasks [69–71]. The study of MAS gains significant attention in recent years due to its wide range of applications,
including robotics [72,73], sensor networks [74], and social systems [75]. Neural dynamics provides a powerful
framework for modeling and analyzing the behavior of MAS, enabling the design of robust and adaptive coordination
strategies. In this section, we first introduce the theoretical basis for applying neural dynamics to MAS, and then
review the core models and their applications in MAS.
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4.1. Theoretical Basis: Modeling Multi-Agent Systems as Dynamical Systems

As illustrated in Figure 3, MASs can be characterized by a variety of organizational structures. An organiza-
tional structure defines the fundamental relationships between agents, governing their roles, privileges, patterns
of information flow, and coordination protocols [76]. These structures typically fall into several key paradigms,
including centralized, decentralized, and hierarchical, with each paradigm determining the system’s underlying
communication topology among the agents. MASs with different organizational structures can be effectively
modeled as different kinds of dynamical systems, where the state of the system is represented by the states of
all agents, and the evolution of the state over time is governed by a set of differential equations. This modeling
provides a promising framework for analyzing the decentralized intelligence and emergent collective behaviors of
MAS, especially in large-scale applications such as smart grids [76], autonomous vehicle fleets [77], and sensor
swarms [78]. In these systems, coordination must be achieved with limited global information and under stringent
real-time constraints [79]. The framework enables each agent to evolve its state based on local observations and
interactions, thereby achieving system-level objectives through local computation. The interactions between agents
can be captured by coupling terms in the differential equations, which model the influence of neighboring agents
on each agent’s state. This approach allows for the analysis of stability, convergence, and robustness of the MAS
using tools from dynamical system theory. The work in [80] presents novel distributed near-optimal consensus
protocols for input-constrained double-integrator MASs by modeling one-dimensional MASs as dynamical systems.
Specifically, consider an MAS consisting of N agents with a scalar state xi. The communication topology of the
agents can be described by an undirected connected graph G = (V, E), where V = {1, 2, . . . , N} is the set of
nodes representing the agents, and E ⊆ V × V is the set of edges representing the communication links between
agents. The degree of a node vi, i.e., the number of nodes connecting with the node vi, is denoted by deg(vi). The
adjacency matrix of the graph G is denoted by A = [aij ] ∈ RN×N , where aij = 1 if vi and vj is connected. The
degree matrix of the graph is denoted by D = diag(di) ∈ RN×N , where di = deg(vi). The Laplacian matrix of
the undirected connected graph is defined as L = D −A. Building on this, the dynamics of each agent is given by:

dxi(t)

dt
= vi(t),

dvi(t)

dt
= ui(t),

(4)

where t is the time variable, xi ∈ Rn is the position of agent i, vi ∈ Rn is the velocity of agent i, and ui ∈ Rn is
the control input of agent i. The objective of the MAS is to design the control inputs ui such that the agents achieve
a desired collective behavior, such as the state consensus with a common state x∗ ∈ Rn and a common velocity
v∗ ∈ Rn, i.e., limt→∞ xi(t) = x∗ and limt→∞ vi(t) = v∗ for all i = 1, 2, . . . , N . The agents are with limited
actuation capabilities, modeled by the constraint u−

i ≤ ui ≤ u+
i , where u−

i and u+
i are the lower and upper bounds

of the input of the i-th agent, respectively. The collective dynamics of the MAS can be written in a compact form as

dx(t)

dt
= v(t),

dv(t)

dt
= u(t),

(5)

where x = [x1, x2, . . . , xN ] ∈ RN , v = [v1, v2, . . . , vN ] ∈ RN , and u = [u1, u2, . . . , uN ] ∈ RN . The
input constraints of the agents can be written as u− ≤ u ≤ u+, where u− = [u−

1 , u
−
2 , . . . , u

−
N ] and u+ =

[u+
1 , u

+
2 , . . . , u

+
N ]. For achieving the consensus of the double-integrator multi-agent system, a receding-horizon

performance index is defined as:

J(t) =

∫ T

0

x(t+ τ)⊤Lx(t+ τ)dτ, (6)

where T > 0 ∈ R is the predictive period, and L is the Laplacian matrix of the undirected connected communication
graph of the MAS. The objective is to design the control input u(t) to minimize the performance index J(t) at each
time instant t with input constraints of the agents. This performance index ensures that the velocity of the agents is
zero when consensus is achieved, which means that the position of the agents is eventually static. Therefore, the
consensus problem is converted into an optimization problem as
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min
u(t)

J(t),

s.t.
dx(t)

dt
= v(t),

dv(t)

dt
= u(t),

u− ≤u(t) ≤ u+,

(7)

where u(t) is the control input of the MAS at time t. Applying the Taylor expansion to the system dynamics (5) yields:

x(t+∆t) ≈ x(t) + ∆tv(t) +
∆t2

2
ẍ(t),

= x(t) + ∆tv(t) +
∆t2

2
u(t).

(8)

(a) Centralized (b) Decentralized (c) Hierarchical
Figure 3. Examples of different MAS structures. (a) Centralized structure, (b) Decentralized structure, (c) Hierarchical
structure.

This equation describes how the positions of all agents in the MAS evolve over a small time interval ∆t based
on their current positions, velocities, and control inputs. The term ∆tv(t) represents the contribution of the current
velocities to the change in position, while the term (∆t2/2)u(t) captures the effect of the control inputs on the
agents. Based on this, the optimization problem (7) can be relaxed as

J(t) ≈
∫ T

0

(
x(t) + τv(t) +

τ2

2
u(t)

)⊤

L(
x(t) + τv(t) +

τ2

2
u(t)

)
dτ

=
T 5

20
u(t)⊤Lu(t) +

T 3

3
x(t)⊤Lu(t)

+
T 4

4
v(t)⊤Lu(t) + ∗

= Ĵ(t) + ∗,

(9)

where ∗ is the sum of the terms that are independent of the control input u(t). Therefore, the optimization problem
(7) can be relaxed as

min
u(t)

Ĵ(t),

s.t. u− ≤u(t) ≤ u+,
(10)

where Ĵ(t) = (T 5/20)u(t)⊤Lu(t) + (T 3/3)x(t)⊤Lu(t) + (T 4/4)v(t)⊤Lu(t). Building on this, literature [80]
obtain the optimal control input u∗(t) by modeling the optimization problem as a dynamical system:

λ
du(t)

dt
= −u(t) + P (u(t)− ∂Ĵ

∂u(t)
), (11)

where λ > 0 ∈ R is a constant used for scaling the convergence rate, P (·) is a projection operator that ensures
the input constraints of the agents are satisfied, which can be defined as P (xi) = min(max(u+

i , xi), u
−
i ), and
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∂Ĵ/∂u(t) = (T 5/10)Lu(t) + (T 3/3)Lx(t) + (T 4/4)Lv(t) is the gradient of the performance index Ĵ(t) with
respect to the control input u(t). This dynamical system describes how the control input u(t) evolves over time to
minimize the performance index Ĵ(t) while satisfying the input constraints of the agents. The term −u(t) represents
a damping effect that prevents the control input from growing unbounded, while the term P (u(t) − ∂Ĵ/∂u(t))

represents a gradient descent step that drives the control input towards the optimal solution. The optimal control input
u∗(t) is obtained when the system reaches equilibrium, i.e., du(t)/dt = 0. The proposed method guarantees that
the MAS achieves consensus while satisfying the input constraints of the agents. Thereafter, ref. [81] demonstrates
that the method presented in [80] can be extended to cases where the privacy protection of agents’ initial positions
is necessary. Different from the one-dimensional MAS studied in [80], the multi-dimensional MAS is a more
general case, where the state of each agent is represented by a vector xi ∈ Rn instead of a scalar. For achieving the
consensus of a multi-dimensional MAS, consider the following multi-objective optimization problem given in [82]:

min
x

N∑
i=1

ωifi(xi),

s.t. Lx̃ = 0,xi ∈ Γ,

(12)

where ωi > 0 ∈ R is a fixed weight coeffcient, x̃ = col{x1,x2, ...,xN} ∈ Rn×N , L = L⊗ In ∈ RnN×nN with
In being the identity matrix of dimension n, and Γ = {x|Ax < b, g(x) < 0,x ∈ Ω}, where Ω is a convex set. The
objective of the problem (12) is to find the common state x∗ ∈ Rn such that the agents achieve a desired collective
behavior, i.e., limt→∞ xi(t) = x∗ for all i = 1, 2, . . . , N . Building on this, ref. [82] solves the optimization
problem (12) by modeling the consensus optimization problem as a dynamical system:

dxi(t)

dt
= −xi(t) + P (xi(t)− ωi

∂fi(xi(t))

xi(t)

− ∂g(xi(t))

xi(t)
yi(t)−A⊤zi(t))

+

N∑
j=1

ωij(xj(t) + ηj(t)− xi(t)− ηi(t)),

dyi(t)

dt
= −yi(t) + (yi(t) + g(xi))

+,

dzi(t)

dt
= Axi − b,

dηi(t)

dt
=

N∑
j=1

ωij(xi − xj),

(13)

where (·)+ = max{·,0}, and ηi(t) is an auxiliary variable used to estimate the global information of the MAS.
Moreover, Yang et al. [82] prove that the dynamical system (13) is globally asymptotically stable and can find
an accurate solution to the consensus optimization problem. This modeling approach allows us to analyze the
collective behavior of MAS using tools from dynamical system theory, such as stability analysis, bifurcation theory,
and attractor theory [83]. In 2004, ref. [84] presents a consensus algorithm for MAS with switching topology and
time-delays. It uses graph theory to model the communication network among agents and analyzes the convergence
properties of the consensus algorithm using Lyapunov functions and matrix theory. Thereafter, literature [85]
presents a distributed neurodynamic approach for solving constrained optimization problems in MAS. It models the
optimization problem as a dynamical system and employs this approach to design distributed algorithms, where
each local objective function is minimized individually. In 2024, ref. [86] presents a distributed neurodynamic
approach for solving a class of time-dependent non-linear equation systems, over multi-agent networks from a
distributed optimization perspective. It models the non-linear equation system as a dynamical system to solve.

In summary, these works demonstrate the theoretical basis for applying neural dynamics to MAS by modeling
them as dynamical systems. This modeling approach enables us to analyze and design coordination strategies for
MAS using tools from dynamical system theory.

4.2. Core Models and Their Applications in Multi-Agent Systems

In the study of MAS through the lens of neural dynamics, several core models have emerged as foundational
paradigms. These models, which conceptualize collective behaviors as the emergent results of interconnected dynam-
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ical systems, are instrumental for both theoretical analysis and practical applications. Key among them are consensus
protocols [87], containment control [88], flocking and swarming models [89], and replicator dynamics [90], each
addressing a different facet of coordination and collective action.

Consensus protocols: Consensus is a fundamental problem in cooperative control, representing the challenge
of getting all agents in a network to agree on a certain quantity of interest [91]. This agreement is achieved through
local communication, where each agent updates its state based on the information received from its neighbors. The
study of consensus in MAS is a benchmark for understanding multi-agent coordination, revealing the crucial role
of the system’s communication topology, which is often represented by a graph [91]. From a neural dynamics
perspective, the consensus process is modeled as a system of coupled differential or difference equations, and its
convergence is analyzed using tools from stability theory and algebraic graph theory [92]. A typical formulation
is the leader-follower consensus, where one or more leader agents have a desired state, and the follower agents
must converge to this state [93]. This framework is particularly relevant for guiding a group of autonomous
agents. The applications of consensus models are extensive and varied, including attitude synchronization [94],
sensor networks [95], and robot coordination [96]. Attitude synchronization [94] ensures that a fleet of satellites or
spacecraft achieves and maintains a common orientation. Sensor networks [95] average measurements across a
distributed network of sensors to obtain a more accurate global reading. Robot coordination [96] coordinates the
velocity or position of multiple robots for tasks such as formation control and cooperative transport.

Containment control: Containment control is a sophisticated extension of consensus and formation control,
designed for scenarios involving leaders and followers [97]. The primary objective is to drive a group of follower
agents into the convex hull formed by a group of leader agents [98]. This ensures that the followers are contained
within a safe or desired operational area defined by the leaders. The leaders can be static or dynamic, allowing for
both fixed and time-varying containment regions [99,100]. The analysis of containment control protocols heavily
relies on Lyapunov stability theory to mathematically guarantee that the followers will converge to and remain
within the leaders’ convex hull [97]. Moreover, neural networks are often employed to handle unknown non-linear
dynamics within the agents, enhancing the model’s applicability to real-world systems with uncertainties. Key
applications include autonomous vehicle platooning [101] and search and rescue operations [102]. Autonomous
vehicle platooning aims to guide a platoon of autonomous vehicles, where the lead vehicles define the path and
boundaries for the followers [101]. Search and rescue operations aim at deploying a team of robots where leaders
can identify and surround a hazardous area, ensuring follower robots operate within this safe zone [102].

Flocking and swarming models: Inspired by the collective motion observed in nature, such as flocks of birds
and schools of fish, flocking and swarming models aim to produce cohesive, coordinated movement from simple,
decentralized rules [103,104]. These models typically involve three fundamental rules for each agent, including
cohesion [105], separation [106], and alignment [107]. Cohesion steers to move toward the average position of local
flockmates [105]. Separation steers to avoid crowding local flockmates [106]. Moreover, alignment [107] steers
toward the average heading of local flockmates. The resulting emergent behavior is a characteristic of complex
dynamical systems, where organized global patterns arise from local interactions without a central coordinator. This
self-organization is a powerful principle for engineering robust and scalable multi-agent systems. Applications are
particularly prevalent in robotics and autonomous systems, such as unmanned aerial vehicle (UAV) swarms [108],
autonomous underwater vehicles (AUVs) [108], and financial modeling [109]. UAV swarms aim at coordinating
large groups of drones for surveillance, environmental monitoring, or entertainment [108]. The study of AUVs
aims at enabling teams of AUVs to collaboratively map the seabed or track marine life [108]. As for the financial
modeling, it focuses on simulating the collective behavior of traders in financial markets to understand market
dynamics and return predictability [109].

Replicator dynamics: In the domain of multi-agent reinforcement learning (MARL) [110,111], a significant
challenge is the non-stationarity of the environment; as one agent learns and changes its policy, the environment
effectively changes for all other agents. This can lead to instability in standard learning algorithms like policy
gradient methods [112]. Replicator dynamics [113], a model originating from evolutionary game theory, offers a
robust framework for learning in such environments. It describes how the prevalence of different strategies in a
population changes over time based on their relative success. The recently developed neural replicator dynamics
(NeuRD) algorithm [114] integrates this classical dynamical model into modern deep reinforcement learning.
NeuRD modifies the standard policy gradient update to mimic the replicator dynamics, allowing agents to adapt
more dynamically and stably to the changing policies of others. This approach has proven effective in complex,
competitive, and cooperative scenarios, with applications including game playing [115], resource allocation [116],
and economic modeling [117]. Game playing focuses on training AI agents to play imperfect information games
like poker and Goofspiel, where they must adapt to the strategies of their opponents [115]. Resource allocation aims
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at managing the allocation of network resources or computational power among competing users or processes [116].
Moreover, economic modeling aims to simulate how competing companies adjust their strategies in a market
environment [117].

In summary, these core models of neural dynamics in multi-agent systems provide a rich theoretical framework
for understanding and designing collective behaviors. Their applications span a wide range of fields, demonstrating
the versatility and power of this approach in addressing complex coordination challenges in MASs.

5. The Application of Neural Dynamics in Deep Learning

Deep learning has revolutionized various fields, including computer vision [118], natural language processing [119],
and speech recognition [120]. However, the theoretical understanding of deep learning models remains limited. Neural
dynamics provides a powerful framework for analyzing and understanding the behavior of deep learning models,
enabling the design of effective deep neural network (DNN) architectures and optimizers. In this section, we first
introduce the theoretical basis for applying neural dynamics to deep learning, and then review the core models and their
applications in deep learning.

5.1. Theoretical Basis: Modeling DNN Architectures and Optimizers as Dynamical Systems

As shown in Figure 4a, DNNs can be effectively analyzed from the perspective of dynamical systems, where
the hidden states through layers of a DNN are treated as the states over time in a dynamical system. Concurrently,
as shown in Figure 4b, the optimization process of DNNs’ parameters can also be modeled as a dynamical system,
where the parameters of the DNN evolve over time based on the gradients of a loss function. This modeling
provides a promising framework for understanding the behavior of DNNs, including their stability, convergence,
and generalization properties [18,121].

Layer Index

Fe
at

ur
e

Feature⇔State Layer Index⇔Time

Neural Dynamics of DNN Architecture

𝒉𝒉𝑡𝑡 = 𝒉𝒉𝑡𝑡−1 + 𝜏𝜏𝑒𝑒(𝒉𝒉𝑡𝑡, 𝑡𝑡)

Neural Dynamics of DNN Optimizer

Parameter⇔State Iteration⇔Time

𝜽𝜽𝑡𝑡 = 𝜽𝜽𝑡𝑡−1 + 𝜏𝜏𝑔𝑔(𝜽𝜽𝑡𝑡, 𝑡𝑡)

（a） （b）

Figure 4. Relationship between deep learning and dynamical systems. (a) The DNN architecture defines a dynamical
system that governs the evolution of hidden states ht through layers, with the vector field e determining the evolution
rule. (b) The optimizer defines a dynamical system that governs the evolution of the model parameter θt during
training, with the vector field g determining the evolution rule.

For the architectures of DNNs, ref. [122] discusses the connection between DNN architectures and dynamical
systems in 2017. Specifically, consider a residual neural network (ResNet) [123] with L layers, where the input to
the network is denoted by x0 ∈ Rn, and the output of the l-th layer is denoted by xl ∈ Rn for l = 1, 2, . . . , L. The
ResNet architecture can be described by the following equation:

xl = xl−1 + f(xl−1,θl), (14)

where f is a nonlinear function representing the transformation applied by the l-th layer, and θl is the parameter of
the l-th layer. By interpreting the layer index l as a discrete time variable, the evolution of the hidden states through
the layers of the ResNet can be viewed as a dynamical system. Specifically, the continuous-time limit of the ResNet
can be described by the following ODE:

dx(t)

dt
= f(x(t), t,θ), (15)

where x(t) is the state of the system at time t, and θ(t) is the parameter of the network at time t. This ODE
describes how the hidden states evolve over time as they pass through the layers of the ResNet. The study in [122]
further discusses how this dynamical system perspective enables the analysis of the stability properties of the
DNN architecture using tools from dynamical system theory. Furthermore, the study in [124] presents new
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forward propagation techniques inspired by the dynamical system theory, which alleviates exploding and vanishing
gradient problems and leads to well-posed learning problems for arbitrarily deep networks. The backbone of
this approach is interpreting deep learning as a parameter estimation problem of non-linear dynamical systems.
Given this formulation, Haber et al. [124] analyze the stability and well-posedness of deep learning and use
this new understanding to develop new network architectures. Moreover, the study in [125] presents that many
architectures of DNNs can be associated with the discretization of differential equations. Specifically, pre-activation
ResNet (PreResNet) [126] corresponds to the forward Euler discretization. PolyNet [127] can be regarded as an
approximation of the backward Euler discretization. FractalNet [128] is similar to the second-order Runge-Kutta
method [129].

As for the optimizers of DNNs, modern deep learning models are typically trained using variants of stochastic
gradient descent (SGD) [130], which uses a randomly selected mini-batch of data to estimate the gradient and
updates the parameter of the DNN iteratively. The update rule of SGD can be written as:

θk+1 = θk − η∇LBk
(θk), (16)

where θk is the parameter of the DNN at iteration k, η is the learning rate, ∇LBk
(θk) is the gradient of the loss

function estimated using the mini-batch Bk. Ref. [131] presents that the optimization process of SGD can be
modeled as a stochastic differential equation (SDE). Specifically, the update rule of SGD (16) can be reformulated as

θt+1 − θt = −η∇L(θt) +
√
ηξt, (17)

where L(θt) is the loss function on the entire dataset at step t, and ξt =
√
η(∇L(θt)−∇LBk

(θt)) is a random
variable representing the noise introduced by the mini-batch sampling. In the continuous-time limit, this update rule
can be described by the following SDE:

dθ(t) = −∇L(θ(t))dt+
√
ηΣ(θ(t))dW (t), (18)

where Σ(θ(t)) is the covariance matrix of the noise, and W (t) is a standard Wiener process. This SDE describes
how the parameters of the DNN evolve over time under the influence of both the deterministic gradient descent and
the stochastic noise from the mini-batch sampling. Literature [131] further discusses how this SDE perspective
enables the analysis of the convergence properties of SGD using tools from dynamical system theory. From
this perspective, Chaudhari et al. [132] demonstrate that SGD minimizes an average potential over the posterior
distribution of weights, subject to an entropic regularization term. This potential, however, is generally not the
original loss function used to compute the gradients. Therefore, while SGD can be viewed as performing variational
inference, it does so for a different objective than the one explicitly defined. Specifically, literature [132] shows that
the continuous-time limit of SGD can be described by the following SDE:

dθ(t) = −∇L(θ(t))dt+
√
2β−1D(θ(t))dW (t), (19)

where D(θ(t)) = (1/N
∑N

k=1 ∇LBk
(θt)∇LBk

(θt)
⊤)−∇L(θt)∇L(θt) is the diffusion matrix representing the

covariance of the gradient noise, and β is the inverse temperature that controls the strength of the gradient noise.
This SDE describes how the parameter of a DNN evolve over time under the influence of both the deterministic
gradient descent and the stochastic gradient noise. Ref. [132] further discusses how this SDE perspective enables
the analysis of the generalization properties of SGD using tools from dynamical systems.

In summary, modeling DNN architectures and optimizers as dynamical systems provides a powerful framework
for analyzing and understanding the behavior of deep learning models. This perspective enables the design of
efficient and effective architectures and optimizers, ultimately advancing the field of deep learning.

5.2. Core Models and Their Applications in Deep Learning

Based on the theoretical basis introduced above, several core models have emerged as foundational paradigms
for applying neural dynamics to deep learning. For the DNN architectures, the most representative models include
the neural ODE [29], neural stochastic differential equation (SDE) [133], and deep equilibrium model (DEQ) [134].
For the optimizers of DNNs, SGD [131] and its variants, such as SGD with momentum [135] and Adam [136],
are widely used in practice. While these gradient-based algorithms offer rapid convergence and computational
efficiency, they are prone to getting trapped in local minima. Meta-heuristic optimization algorithms are known for
their global search capabilities, which can help escape poor local minima; however, they often suffer from high
computational costs and may converge slowly compared to gradient-based algorithms [137,138]. Therefore, inspired
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by the perspective of neural dynamics, gradient-based algorithms are combined with meta-heuristic algorithms to
train DNNs, a technique commonly referred to as collaborative neurodynamic optimization [82,139,140].

Neural ODE: In 2018, literature [29] presents the neural ODE [29], which generalizes the DNN architecture
by allowing for continuous-depth models. In neural ODE, the transformation applied by each layer is replaced by a
continuous-time ODE, enabling the model to adaptively choose the number of layers based on the complexity of the
input data. This approach achieves competitive performance on various tasks while reducing the computational cost.
Specifically, the forward propagation of the neural ODE can be described by

x(T ) = x(0) +

∫ T

0

f(x(t), t,θ)dt

= x(0) + ODESolver(f,x(0), 0, T,θ),
(20)

where x(0) is the input to the neural ODE, x(T ) is the output of the neural ODE at time T , and ODESolver is a
numerical solver that computes the solution of the ODE defined by f from time 0 to time T . It is worth noting that
while the continuous-time formulation offers theoretical elegance, the practical performance is intrinsically linked
to the discretization scheme of this underlying solver. The choice of numerical method (e.g., Euler methods versus
Runge-Kutta methods) directly impacts the computational error and the model’s ability to handle stiff dynamics
effectively. For the backpropagation of the neural ODEs, literature [29] uses the adjoint sensitivity method to
compute the gradients of the loss function with respect to the parameters θ. This method involves solving a second
ODE backward in time, allowing for the efficient computation of gradients without storing intermediate states. The
adjoint state a(t) is defined as:

a(t) =
∂L

∂x(t)
, (21)

where L is the loss function. The dynamics of the adjoint state can be described by the following ODE:

da(t)

dt
= −a⊤(t)

∂f(x(t), t,θ)

∂x(t)
. (22)

The gradients of the loss function with respect to the parameters θ can be computed as:

∂L
∂θ

= −
∫ T

0

a⊤(t)
∂f(x(t), t,θ)

∂θ
dt. (23)

This approach enables the efficient training of neural ODEs using standard optimization algorithms, such as SGD.
Neural SDE: In 2019, ref. [133] presents the neural SDE, which extends the neural ODE by incorporating

stochasticity into the model. Neural ODE exhibits several advantages over traditional discrete DNNs in terms of
memory efficiency, parameter efficiency, and explicit control of the numerical error. The neural ODE model lacks
some regularization mechanisms commonly employed in discrete DNNs, which has been demonstrated to be crucial
in reducing generalization errors. For example, dropout [141] is a widely used mechanism for preventing overfitting,
which injects Gaussian random noise during the forward propagation [142]. However, due to their deterministic
nature, neural ODEs preclude the direct application of these regularization mechanisms commonly used in discrete
DNNs. Therefore, neural SDE incorporates stochastic noise injection-based regularization mechanisms into neural
ODE to improve generalization performance. Neural SDE models the stochastic noise in the forward propagation
using an SDE, providing theoretical insights into understanding why introducing stochasticity during DNN training
and testing leads to improved generalization performance. Moreover, experiments in [133] show that the stochastic
noise in neural SDE can enhance the robustness of the model against adversarial attacks. Specifically, the forward
propagation of the neural SDE can be described by

dx(t) = f(x(t), t;w)dt+ g(x(t), t;v)dW (t), (24)

where x(t) is the state of the system at time t, f is a drift function representing the deterministic part of the dynamics
parameterized by w, g is a diffusion function representing the stochastic part of the dynamics parameterized by v,
and W (t) is a standard Wiener process which is a continuous time stochastic process such that W (t+ s)−W (s)

follows Gaussian distribution with mean zero and variance t. Equation (24) describes how the hidden states evolve
over time under the influence of both deterministic and stochastic components. It can include many existing noise
injection mechanisms with residual connections under different forms of g. For example, when g(x(t), t;v) = σx(t)

with σ > 0 being a constant, the neural SDE reduces to the case of multiplicative noise injection, which is commonly
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used in dropout. For the backpropagation of the neural SDE, the study in [133] extends the adjoint sensitivity
method used in neural ODE to compute the gradients of the loss function with respect to the parameters w and v.

DEQ: In 2019, literature [134] presents the deep equilibrium model (DEQ), which is an implicit deep learning
model that defines the hidden states of the network as the fixed points of a non-linear dynamical system. Historically,
this concept traces its lineage back to Hopfield networks [17], which characterized memory retrieval as the system’s
convergence to an energy minimum. DEQs generalize this foundational principle by treating the entire depth
of a neural network not as a fixed sequence of layers, but as a continuous fixed-point iteration problem. The
motivation of DEQ is based on an observation that the hidden states of DNNs converge towards some fixed points,
and DEQ is presented to find these equilibrium points via root-finding. DEQ can be viewed as an extension of
the traditional DNN, where the depth of the network is effectively infinite, and the hidden states are obtained by
solving a fixed-point equation. This approach can significantly improve memory efficiency, maintaining constant
memory usage during training of large-scale sequence models. Experiments demonstrate that DEQ allows for
efficient training and inference while maintaining competitive performance on various sequence modeling tasks.
Specifically, DEQ directly computes the fixed point z∗

1:T of the following non-linear dynamical system:

z∗
1:T = fθ(z

∗
1:T ,x1:T ), (25)

where z∗
1:T is the fixed point of the dynamical system defined by a non-linear transformation fθ, x1:T is the input

sequence to the DEQ, T is the sequence length, and θ is the parameter of the DEQ. The fixed point z∗ can be
computed using root-finding algorithms such as Newton’s method [143] and Broyden’s method [144]. For the
backpropagation of DEQ, ref. [134] uses the implicit function theorem to compute the gradients of the loss function
with respect to the parameters θ. This method involves solving a linear system, enabling the efficient computation
of gradients without storing intermediate states. The computation method of the gradients is independent of the
root-finding algorithm used to compute the fixed point or the internal structure of the transformation fθ, and
thus does not require any storage of the intermediate hidden states, which is necessary for backpropagation in
conventional deep networks. Therefore, DEQ can achieve constant memory usage during training and inference.

Collaborative neurodynamic optimization: The concept of collaborative neurodynamic optimization is notably
advanced by literature [82] for multi-objective distributed optimization. The framework presented by [82] employs a
system of collaborative neural networks, with each network dedicated to a specific objective function and its associated
constraints, to identify Pareto optimal solutions. Building upon this collaborative approach, ref. [139] introduces
a neural solution tailored for time-varying nonconvex optimization with noise rejection. Their algorithm uniquely
integrates evolutionary computation with neurodynamic methods, utilizing a meta-heuristic rule alongside a robust,
gradient-based neural solution to effectively manage various forms of noise. More recently, the application of this
framework is further expanded by literature [140] to the domain of index tracking and enhanced index tracking. To
overcome the inherent nonconvexity of the objective function in these financial problems, they implemented a sparse
Bayesian regression algorithm using multiple RNNs within the collaborative neurodynamic optimization structure.

In summary, these core models of neural dynamics in deep learning provide a rich theoretical framework for
understanding and designing deep learning architectures and optimizers. Their applications span a wide range of
fields, demonstrating the versatility of this approach in advancing the field of deep learning.

6. Future Directions

The application of neural dynamics in control systems, MASs, and deep learning is a rapidly evolving field with
numerous promising directions for future research. Here, we outline several potential avenues for further exploration:

Integration of neural dynamics with reinforcement learning: The integration of neural dynamics with
RL presents a promising avenue for future research. By combining the strengths of both approaches, it is possible
to develop more robust and adaptive control strategies for complex systems. Future work could explore the use
of neural dynamics to model the environment and the agent’s behavior, enabling more efficient exploration and
exploitation in RL algorithms [145]. Crucially, standard RL often lacks rigorous safety assurances. Future research
should focus on integrating control-theoretic tools intrinsic to neural dynamics, such as Lyapunov stability analysis
and barrier functions, into RL frameworks. This integration paves the way for “safe RL”, where system constraints
and stability are mathematically certified even during the learning process, addressing a fundamental limitation of
current data-driven approaches.

Hybrid models combining neural dynamics with traditional control methods: The development of
hybrid models that combine neural dynamics with traditional control methods, such as MPC and adaptive control
systems [146,147], could lead to more effective and efficient control strategies. Future research could explore how
to integrate these approaches to leverage the strengths of both, potentially leading to improved performance in a
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wide range of applications.
Scalability and robustness in multi-agent systems: As MASs become increasingly complex and large-scale,

ensuring scalability and robustness remains a significant challenge [148, 149]. Future research could focus on
developing neural dynamic models that can effectively handle large numbers of agents while maintaining stability
and performance. This may involve exploring new architectures, communication protocols, and learning algorithms
that are specifically designed for large-scale MASs.

Neural dynamics for explainable AI: As deep learning models become more complex, there is a growing
need for explainable AI techniques [150–152] that can provide insights into the decision-making processes of these
models. Future research could investigate how neural dynamics can be leveraged to enhance the interpretability and
transparency of deep learning models, enabling users to understand and trust their predictions.

Neural dynamics on hardware and edge computing: While current research focuses heavily on theoretical
frameworks and software simulations, the physical realization of neural dynamics is critical for real-world deploy-
ment. Future research should investigate hardware-software co-design strategies to implement continuous-time
neural dynamics on resource-constrained edge devices. A promising direction is the integration of neural dynamics
with neuromorphic computing architectures, which can inherently support the parallel and event-driven nature of
these models. This would significantly reduce latency and power consumption, enabling efficient embedded AI
solutions for time-sensitive applications such as autonomous robotics and distributed sensor networks.

In summary, the future directions outlined above highlight the potential for continued advancements in
the application of neural dynamics in control systems, MASs, and deep learning. By exploring these avenues,
researchers can contribute to the development of more effective, efficient, and interpretable models that can address
a wide range of challenges in these fields.

7. Conclusions

In this survey, we have examined how neural dynamics serves as a unifying bridge between the fields of
control, represented by control systems and MASs, and computation, represented by deep learning. We have
begun by introducing the theoretical basis for applying neural dynamics to these fields, highlighting how control
systems, MASs, and deep learning models can be modeled as dynamical systems. Moreover, we have reviewed the
core models and their applications in control systems, including MPC and RL-based control. For MASs, we have
discussed models such as consensus protocols, containment control, flocking and swarming models, and replicator
dynamics. In the context of deep learning, we have discussed models such as neural ODEs, neural SDEs, DEQs,
and collaborative neurodynamic optimization. Finally, we have outlined several promising directions for future
research in these rapidly evolving fields. By leveraging the strengths of neural dynamics, researchers can continue
to advance the state-of-the-art models in control systems, MASs, and deep learning, ultimately leading to effective
and efficient models that can address a wide range of challenges.
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